# 题目

编写一个程序，找出第n个丑数。

丑数就是只包含质因数2, 3, 5的正整数。

**示例:**

**输入:** n = 10

**输出:** 12

**解释:** 1, 2, 3, 4, 5, 6, 8, 9, 10, 12是前10个丑数。

**说明:**

1是丑数。

n不超过1690。

# 分析

## 方法一：暴力破解

## 方法二：堆/优先队列

**思路：**

这里是求第N个丑数，其实就是第K值的问题，只是这里是满足某种特性的第K值。因此，可以利用优先队列有自动排序的功能。

每次取出队头元素，存入队头元素\*2、队头元素\*3、队头元素\*5

但注意，像12这个元素，可由4乘3得到，也可由6乘2得到，所以要注意去重

**代码：**

class Solution {

public:

int nthUglyNumber(int n) {

priority\_queue <double,vector<double>,greater<double> > q;

double answer=1;

for (int i=1;i<n;++i)

{

q.push(answer\*2);

q.push(answer\*3);

q.push(answer\*5);

answer=q.top();

q.pop();

while (!q.empty() && answer==q.top())

//不是if，因为可能多个重复

q.pop();

}

return answer;

}

};

或：

采用set来识别有无重复

class Solution {

public:

int nthUglyNumber(int n) {

priority\_queue <double,vector<double>,greater<double> > q;

set<int> s;

s.insert(1);

vector<int> mask({2,3,5});

double answer=1;

for (int i=1;i<n;++i)

{

for (int &j:mask)

if (s.count(answer\*j)==0)

{

q.push(answer\*j);

s.insert(answer\*j);

}

answer=q.top();

q.pop();

}

return answer;

}

};

## 方法三：动态规划

**思路：**

我们先模拟手写丑数的过程

1打头，1乘2 1乘3 1乘5，现在是{1,2,3,5}

轮到2，2乘2 2乘3 2乘5，现在是{1,2,3,4,5,6,10}

手写的过程和采用小顶堆的方法很像，但是怎么做到提前排序呢

小顶堆的方法是先存再排，dp的方法则是先排再存

我们设3个指针p\_2，p\_3，p\_5

代表的是第几个数的2倍、第几个数3倍、第几个数5倍

动态方程dp[i]=min(dp[p\_2]\*2,dp[p\_3]\*3,dp[p\_5]\*5)

小顶堆是一个元素出来然后存3个元素

动态规划则是标识3个元素，通过比较他们的2倍、3倍、5倍的大小，来一个一个存

**代码：**

class Solution {

public:

int nthUglyNumber(int n) {

vector<int> dp(n);

dp.at(0)=1;

int p\_2,p\_3,p\_5;

p\_2=p\_3=p\_5=0;

for (int i=1;i<n;++i)

{

dp.at(i)=min(min(2\*dp.at(p\_2),3\*dp.at(p\_3)),5\*dp.at(p\_5));

if (dp.at(i)==2\*dp.at(p\_2))

++p\_2;

if (dp.at(i)==3\*dp.at(p\_3))

++p\_3;

if (dp.at(i)==5\*dp.at(p\_5))

++p\_5;

}

return dp.at(n-1);

}

};

或：

// 1, 2, 3, 4, 5, 6, 8, 9, 10, 12

class Solution {

public:

int nthUglyNumber(int n) {

vector<int> dp(n, 0);

dp[0] = 1;

int p2 = 0, p3 = 0, p5 = 0;

for (int i = 1; i < n; i++) {

dp[i] = min(min(dp[p2] \* 2, dp[p3] \* 3), dp[p5] \* 5);

if (dp[i] == dp[p2] \* 2)

p2++;

if (dp[i] == dp[p3] \* 3)

p3++;

if (dp[i] == dp[p5] \* 5)

p5++;

}

return dp[n - 1];

}

};